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Abstract—We present ELOTON, an Eclipse-based Editor to help people who want to approach the Language of Temporal Ordering Specification (LOTOS). LOTOS is a Formal Description Technique standardized by ISO for the design of concurrent and distributed systems, and in particular for OSI services and protocols. LOTOS has been widely used for the specification of large data communication systems. It is mathematically well-defined and expressive: it allows concurrency, non-determinism, synchronous and asynchronous communications. CADP is a popular toolbox that supports high-level descriptions written in LOTOS, among others. Unfortunately, there exists no user interface suitable for newcomers in formal methods. Thus, many people encounter many obstacles in using formal methods and in particular model checking due to the lacking of user-friendly tools. We argue that ELOTON, thanks to its rich text editor and visualization features, might involve a major number of users coming from various disciplines. Our tool serves as a graphical front-end for CADP.

Keywords—Model Checking, LOTOS, CADP, Formal Verification Tools, Eclipse RCP

I. INTRODUCTION AND RELATED WORK

Formal methods are a collection of mathematical methods that allow one to verify correctness of the model of the system in early design phases. Among these methods, model checking [1] is a rather successful one. Basically, model checking allows to automatically prove whether a model of the system at the suitable level of abstraction satisfies a given specification. Before we can apply model checking, we have to formalize the model of the system and its specification, i.e. the requirements the system should satisfy. The process of model checking returns yes/no answers reflecting the correctness of the system being analysed. In more detail, in the case of negative answer, we can follow the bad trace, which does not satisfy the requirement. Therefore, model checking is also useful for correcting the model.

The development and application of formal methods and in particular model checking has been highlighted in connection with a variety of disciplines such as business process management [2], biology [3], collaborative knowledge [4], human automation interactions and aeronautics [5], among others.

On the one hand several formal specification languages exist, as for example CCS [6], LOTOS [7], Promela [8]. On the other hand, there are many model checkers developed in the world using the above specification languages (see next Section).

There are different works to improve the user experience with model checking tools. VIP [9], the Visual Interface to Promela (VIP) tool is a Java based graphical front end to the Promela specification language and the SPIN model checker. It provides a graphical v-Promela editor supporting point and click editing of v-Promela structure diagrams and hierarchically nested state machines. The editor incorporates syntax checking to warn the user about incorrect use of v-Promela graphical syntax. Storage and retrieval of models is made possible using Java serialization. The tool also has a fully integrated v-Promela compiler which generates Promela code. There also are other works on improving the support to Spin [10][11].

MCMAS [12] is an Eclipse-based tool which supports specifications based on CTL, epistemic logic (including operators of common and distributed knowledge), alternating Time Logic, and deontic modalities for correctness. The GUI guides the user to create and edit ISPL programs by performing dynamic syntax checking with an additional ANTLR parser. The GUI also provides outline view, text formatting, syntax highlighting, and content assist automatically. Moreover, MSCMAS provides facilities to display counterexamples. The authors of MCMAS employed Graphviz1 to represent graphs.

Tribastone et al. [13] designed an Eclipse plug-in to support the creation and analysis of performance models, from small-scale Markov models to large-scale simulation studies and differential equation systems. Performance Evaluation Process Algebra (PEPA) [14] is a concise formal language for high-level quantitative modelling. The tool enables Markovian steady-state analysis, stochastic simulation, and ODE analysis of PEPA models.

Yokoyama et al. [15] extend the functions of Java PathFinder [16], a software model checker to verify executable Java bytecode programs, and propose a graphical user interface with a high degree of usability. One of the key features of their GUI is a variable-value-based graph abstraction that allows users to focus upon an aspect they are interested in. It also has an intuitively easy-to-use interface for users to input linear temporal logic (LTL) formulae as a program specification based on the Specification Pattern System.

Arcaini et al. presented NuSeen [17], an eclipse-based environment for NuSMV [18], with the aim of helping NuSMV users. The tool mainly focuses in easing the use of the NuSMV tool by means of graphical elements. They also integrated a model advisor for NuSMV models to perform automatic review of NuSMV models, with the aim of determining if a

1http://www.graphviz.org
model is of sufficient quality, where quality is measured as the absence of certain faults [19].

Writing a complex model, it is not a trivial task when there is no assistance for the designer or “formalist”. It may be even worse for newcomers in formal methods and in particular model checking.

In this paper, we are interested in investigating the kind of user interface that might help a non-expert user in taking advantage of formal specifications and verification techniques. Nowadays formal methods still encounter many obstacles in being widely used and accepted, and we believe that the kind of human interface they usually provide does play a main role in this difficulty.

CADP [20] is a popular toolbox for the design of asynchronous concurrent systems. It supports high-level descriptions written in various languages, mainly LOTOS.

Thus, our contribution is the implementation of ELOTON (Eclipse-based editor for LOTOS Newcomers), which provides a graphical front-end to CADP verification environment, making this tool usable to people who are not specialists in model checking. More precisely, our goal is two fold:

1) to help the user in writing LOTOS specification, the input specification language of CADP;
2) to help the user to pinpoint the error, when the verification fails, “exploding” on demand each node of the graph representing the behaviour of the system to be verified.

We have chosen CADP since, as stated in [20], it provides an unique combination of the following four features that no other tool presently offers:

- the tool supports not only model-checking but also equivalence checking which, beyond being standard practice in hardware verification, plays a crucial role for component-based systems and compositional verification;
- the tool supports distributed verification, i.e. it can use the computing power and memories of a cluster of machines, rather than a single machine;
- the modelling language of the tool support concurrency, i.e. it has some built-in notion of asynchronous parallel composition;
- the modelling language support user-defined (possibly unbounded) data types such as records, unions, lists, etc.

Furthermore, CADP toolbox is designed in a modular way and puts the emphasis on intermediate formats and programming interfaces (such as the BCG and OPEN/CAESAR software environments). In this fashion, the CADP tool can be combined with other tools and adapted to various specification languages.

The remainder of this paper is organized as follows. First, in the next section we give an overview of model checking tools. In Section III we present our tool, ELOTON. Finally, Section IV deals with conclusions and new ideas for further work.

II. MODEL CHECKING AND TOOLS

As the size of software increases, it becomes increasingly difficult to perform testing. This is particularly important in systems where the reliability of the software cannot be compromised. Such concerns have motivated the software industry to consider alternative techniques for software verification, especially those based on formal proofs [21]. Thus, in the recent years large research effort has been devoted to develop formal approaches to the design and analysis of critical systems. To reason formally about real-world systems, tool support is necessary; consequently, a number of tools embodying various analysis have been developed. As stated in [20], there are many model checkers developed in the world. All provide a support for automatically answering the verification question: does a system \( \text{sys} \) satisfy a property \( \varphi \)?

To implement such a tool, the verification question must be formulated more carefully by fixing:

1) a precise notation for defining systems;
2) a precise notation for defining properties; and
3) an algorithm to check if a system satisfies a property.

To cope with the first problem, several specification languages have been developed. Some tools use process algebras as, for example, CCS [6], LOTOS [7], CSP [22]. The second problem can be solved using a temporal logic as, for example, the mu-calculus logic [23], CTL [24]. For the last problem, several algorithms exist. The most used verification methodology is model checking [1]: the property that the system must satisfy, expressed in some temporal logic, is checked on a finite structure representing the behavior of the system. If we specify the system by means of a process algebra program, like LOTOS, this structure is a labeled transition system, i.e., an automaton whose transitions are labeled by event names.

The transition system represents all possible executions of the program. To check a property, model checking explores every possible state that the system may reach during execution. If the system does not satisfy the property, a description of the execution sequence leading to the state is reported to the user.

Many bugs such as deadlock and critical section violations may be found using this approach.

The main drawback of model checking is that it is not scalable to very large systems unless the model is very abstract. The number of states in the finite state representation increases exponentially with the number of variables (“the state explosion”). For this problem several approaches have been developed. Among them, reduction techniques based on symbolic model checking techniques [25], partial order techniques [26], [27], compositional techniques [28], [29], [30], abstraction approaches [31], [32] and heuristic-based approaches [33], [34], [35].

Another drawback of model checking is that it operates only on models. Thus, writing a model becomes one of the key problems in model checking. On the other hand, the main advantage of using model checking is that it is fully automatic. Furthermore, model checking tools give an error trace for each error path in the program. This can help in locating and correcting the error in the system. However, long counterexample prevents the comprehension of the fault. Therefore, in this paper, we are interested in investigating the kind of user interface that might help a non-expert user in taking advantage of both formal specifications and verification techniques.
One of the most popular formal verification environment is CADP [20], which includes LOTOS as specification language. Being a process algebra specification language CADP can also perform equivalence checking, i.e., process algebras can be used to describe both implementations of processes and specifications of their expected behaviors. Therefore, they support the so-called single language approach to process theory, that is, the approach in which a single language is used to describe both actual processes and their specifications. An important ingredient of these languages is therefore a notion of behavioral equivalence. One process description, say \textit{sys}, may describe an implementation, and another, say \textit{spec}, may describe a specification of the expected behavior. This approach to program verification is also sometimes called implementation verification. This is also a reason for choosing to make more user-friendly CADP.

III. ELOTON - ECLIPSE EDITOR FOR LOTOS NEWCOMERS

In this paper we present ELOTON, an Eclipse-based editor to support LOTOS Newcomers. Its main purpose is to help people who are not aware of formal methods and model checking to write specifications and easily proceed with verification. ELOTON is an Eclipse RCP application, as explained in the following. We did not develop an Eclipse-plugin, because we also do not want to “scare” people unfamiliar with Eclipse including its standard (and not required in this case) features.

A. Rich-client Application

Under the tooling platform of Eclipse \(^2\) is the Eclipse RCP (Rich Client Platform). This is a generic platform for running applications. The Eclipse IDE happens to be one of such application. The Eclipse RCP addresses complex application scenarios that span the spectrum from thin to rich clients and from enterprise and business-oriented systems to scientific and data management scenarios.

Rich clients support a high-quality end-user experience for a particular domain by providing rich native User Interfaces (UIs) as well as high-speed local processing. Rich UIs support native desktop metaphors such as drag and drop, system clipboard, navigation, and customization. When done well, a rich client is almost transparent between end users and their work - fostering focus on the work and not the system. The Eclipse RCP platform is the best way to build rich-clients because such rich-feature is inherent in the Eclipse platform itself.

B. Features

Our tool is made up of an editor and a view to visualize automata generated by written specifications. The editor provides auto-completion, syntax highlighting and error marking features, supported by an Eclipse custom builder setting up on top of CADP’s CAESAR compilers. Instead, the view adds new understanding capabilities in order to enhance the layout conveyed to the user. ELOTON’s distinctive features are presented in the following with the aid of screenshots. Figure 1 shows ELOTON’s main components. Component Xtext provides the editor and definitions for language LOTOS. Component Builder is basically a wrapper to call the external CADP’s CAESAR compilers. It is necessary to set Preferences to locate CADP. Graphs can be depicted after the creation of one (or more) “.bcg” returned by CADP. Note that component Graph Visualization works using only the “.bcg” file. Thus, it does not share the same meta-model created by Xtext, as can be seen in the figure.

1) Syntax Highlighting and Auto-completion: formal specifications are text which have to be written in a file. Helpers such as code highlighting and auto-completion elevate the capabilities of textual editors significantly.

Almost any programming language has an editor with aforementioned capabilities or even an IDE with more support. Unfortunately, as far as we know, there not exists an IDE or just an editor for backing people who model in LOTOS. This is a main problem mostly for newcomers, where a newcomer in LOTOS might also be an expert software engineer or developer. Moreover, if the file is composed of hundreds lines, difficulties arise for experts too.

Figure 2 shows an example project with the popular ALTERNATING BIT PROTOCOL specification coming from CADP’s demos. Keywords and comments are highlighted by the editor and the code is well formatted without additional effort. Looking at bottom-left of the figure is also possible...
to find an Outline to easily navigate through processes. Instead, auto-completion capabilities assist the user proposing keywords (specification, behaviour, process, etc.), gates - if defined, process names and so on. Furthermore, there is a basic template for newcomers that provide initial specification - something like `specification something ...` with symbols, `process` and `endproc` and `endspec`.

Xtext provides ELOTON’s syntax highlighting, auto-completion and template capabilities. Xtext is a framework for development of programming languages and domain specific languages. It covers all aspects of a complete language infrastructure, from parsers, over linker, compiler or interpreter to exhaustive excellent Eclipse IDE integration.

2) Error Marking: another important feature of ELOTON is the error marking. Indeed, after setting CADP environment variable, it is possible to compile without using the Command Line Interface. Errors are given with useful markers and sorted in the Problems view to better understand what is going on. Figure 2 highlights a simple error: a different number of gates declared, i.e. process `TRANSMITTER` is missing gate `PUT`. Another error might arise when writing gates which do not exist, forgetting to close an important construct e.g. process, missing keywords and so on.

A marker is like a yellow sticky note stuck to a resource. On the marker we can record information about a problem (e.g., location, severity) or a task to be done. Or we can simply record a location for a marker as a bookmark. Users can quickly jump to the marked location within a resource.

The Eclipse platform API itself defines methods for creating and managing markers, setting marker values, and extending the platform with new marker types.

3) Automata Visualization: ELOTON also offers visualization capabilities. BCG graphs representing automata generated by CADP are created in the Full Graph View of this RCP application. The user is able to view, zoom and arrange the generated graphs according to his own needs. There are four types of layout available, as shown in Figure 3. Notwithstanding, when there are too many nodes even this kind of visualization is useless. In fact, nodes overlap and actions are hard to understand and locate on the graph.

4) On Demand Creation of Automata: When the generated graph is puzzling automata cannot supply any kind of information due to confusion. This is a big matter when we do model checking and we want to analyse the counterexample to pinpoint the source of the error. Most of the time, long error paths can prevent an easy comprehension of the fault. ELOTON proposes the on demand creation of automata, allowing to generate nodes on specific paths. The graphs look prettier and clearer and provide enough information to the user. It is also possible to add a chosen node or action: ELOTON will add all the necessary nodes and arcs to accomplish that task. Figure 4 shows the on demand feature.

Automata Visualization features are made possible thanks to Zest. Eclipse Zest is a visualization toolkit for graphs. It is based on SWT/Draw2D. Zest supports the viewer concept from JFace Viewers and therefore allows to separate the model from the graphical representation of the model. Zest also provides a set of graph layout managers. A graph layout
Fig. 3: ELOTON - visualization of automata

Fig. 4: ELOTON - on demand creation choosing a specific path
manager determines how the nodes (and the arrows) of a graph are arranged on the screen. Filters, to define which nodes and connections should be displayed, can be used too.

IV. CONCLUSIONS AND FUTURE WORK

We have presented ELOTON, a tool to help people who write LOTOS formal specifications and perform verification with model checking.

Our tool is an Eclipse RCP application that uses frameworks Xtext and Zest, among others. We provide a rich text editor with syntax highlighting, auto-completion, templates and error marking capabilities. Furthermore, we supply two views to manage the creation of the automata from LOTOS models. On the one hand, users are able to visualize the generated graph choosing from four types of layouts. On the other hand, ELOTON offers on demand creation and insertion of nodes and actions to follow a specific path when the graph has too many nodes which prevent a clear representation. We argued that aforementioned facilities are a crucial point especially for newcomers and might also be a way to involve people using formal methods, in particular model checking. Many researchers or students would explore new interesting areas mixing various disciplines. We plan to improve ELOTON and add new features to enhance the user experience and add more semantic rules to improve the content assist before a public release. An editor to write properties to be verified is also semantic rules to improve the content assist before a public release. An editor to write properties to be verified is also needed.

The possibility to do equivalence checking within ELOTON (using for example CADP’s bisimulator) must be integrated in order to take advantage of our visualization environment.
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